1. Implement the following scenario by **Bridge pattern** in Java :

Add the student names into the class register like “Ajay”, “Bala”, “Cathey”,”Chella”,”Dolly”, ”Ellan”, Francis”, ”Stella”.

Do the following operations on the class register

1. Display all student names
2. Delete “chella” from the register
3. Display previous and next names from the register.
4. Add “Zara” into the register
5. Display all student names after addition of “Zara”
6. Implement BubbleSort and Merge sort sorting algorithms using Strategy pattern

Input: 34,12,67,10,7

Output: 7,10,12,34,67

Ans-

SortingStrategy.java

public interface SortingStrategy

{

int[] sort( int[] inputArray );

}

BubbleSort.java

public class BubbleSort implements SortingStrategy

{

public int[] sort( int[] inputArray )

{

int n = inputArray.length;

for( int i = 0; i < n; i++ )

{

for( int j = 1; j < (n - i); j++ )

{

if( inputArray[j - 1] > inputArray[j] )

{

swap(j - 1, j, inputArray);

}

}

}

System.out.println("Array is sorted using Bubble Sort Algorithm");

return inputArray;

}

private void swap( int k, int l, int[] inputArray )

{

int temp = inputArray[k];

inputArray[k] = inputArray[l];

inputArray[l] = temp;

}

}

public class MergeSort implements SortingStrategy{

**void** merge(**int** a[], **int** beg, **int** mid, **int** end)

{

**int** i, j, k;

**int** n1 = mid - beg + 1;

**int** n2 = end - mid;

**int** LeftArray[n1], RightArray[n2]; //temporary arrays

    /\* copy data to temp arrays \*/

**for** (**int** i = 0; i < n1; i++)

    LeftArray[i] = a[beg + i];

**for** (**int** j = 0; j < n2; j++)

    RightArray[j] = a[mid + 1 + j];

    i = 0, /\* initial index of first sub-array \*/

    j = 0; /\* initial index of second sub-array \*/

    k = beg;  /\* initial index of merged sub-array \*/

**while** (i < n1 && j < n2)

    {

**if**(LeftArray[i] <= RightArray[j])            {

            a[k] = LeftArray[i];

            i++;

        }

**else**

        {

            a[k] = RightArray[j];

            j++;

        }

        k++;

    }

**while** (i<n1)

    {

        a[k] = LeftArray[i];

        i++;

        k++;

    }

**while** (j<n2)

    {

        a[k] = RightArray[j];

        j++;

        k++;

    }

}    }

SortContext.java

import java.util.Scanner;

public class SortContext

{

private SortingStrategy sortingStrategy;

public void setSortingStrategy( SortingStrategy sortingStrategy )

{

this.sortingStrategy = sortingStrategy;

}

private void printArray( int[] inputArray )

{

for( int i = 0; i < inputArray.length; i++ )

{

System.out.print(inputArray[i] + ",");

}

System.out.println("\n");

}

private int[] readUserInput()

{

System.out.println("Enter array size : ");

Scanner scanner = new Scanner(System.in);

int n = scanner.nextInt();

System.out.println("Enter input array : ");

int[] inputArray = new int[n];

for( int i = 0; i < n; i++ )

{

inputArray[i] = scanner.nextInt();

}

return inputArray;

}

public void sort()

{

int[] inputArray = readUserInput();

inputArray = sortingStrategy.sort(inputArray);

printArray(inputArray);

}

}

StrategyClient.java

import java.util.Scanner;

public class StrategyClient

{

public static void main( String[] args )

{

System.out.println("Please enter Sort Algorithm : 'BubbleSort' or ‘MergeSort’

Scanner scanner = new Scanner(System.in);

String sortAlgorithm = scanner.next();

System.out.println("Sort Algorithm is : " + sortAlgorithm);

SortContext context = new SortContext();

if( "BubbleSort".equalsIgnoreCase(sortAlgorithm) )

{

context.setSortingStrategy(new BubbleSort());

}

else if( "MergeSort".equalsIgnoreCase(sortAlgorithm) )

{

context.setSortingStrategy(new MergeSort());

}

context.sort();

}

}

1. A Simple Scenario: As a developer I want to implement code so that it prints the numbers from 1 to 100.

Given: an input of numbers from 1–100  
When:  
A number is a multiple of ‘3’ return “Fizz”  
A number is a of ‘5’ return “Buzz”  
A number is a of both ‘3’ and ‘5’ return “FizzBuzz”  
A number is not divisible by ‘3’ or ‘5’ return the number itself  
Then: print “Fizz”, “Buzz”, “FizzBuzz” or the number accordingly

**Expected output:** 1, 2, Fizz, 4, Buzz, ……, 14, FizzBuzz, 16, …

Write the test cases and make all to be passed.

Ans-

public class Main

{

public static void main(String args[])

{

for (int i=1; i<=100; i++)

{

// Numbers that are divisible by 3 and 5

// are always divisible by 15

// Therefore, "FizzBuzz" is printed in place of that number

if (i%15==0)

{

System.out.print("FizzBuzz"+" ");

}

else if (i%3==0)

{

System.out.print("Fizz"+" ");

}

// "Buzz" is printed in place of numbers

// that are divisible by 5

else if (i%5==0)

{

System.out.print("Buzz"+" ");

}

// If none of the above conditions are satisfied,

// the number is printed

else

{

System.out.print(i+" ");

}

}

}

}

1. Tower of Hanoi is a mathematical puzzle where we have three rods and n disks. The objective of the puzzle is to move the entire stack to another rod, obeying the following simple rules:
   1. Only one disk can be moved at a time.
   2. Each move consists of taking the upper disk from one of the stacks and placing it on top of another stack i.e. a disk can only be moved if it is the uppermost disk on a stack.
   3. No disk may be placed on top of a smaller disk

**Sample Inpu**t:

* 3

**Sample Output:**

* Disk 1 moved from A to C
* Disk 2 moved from A to B
* Disk 1 moved from C to B
* Disk 3 moved from A to C
* Disk 1 moved from B to A
* Disk 2 moved from B to C
* Disk 1 moved from A to C

Ans-

import java.io.\*;

import java.math.\*;

import java.util.\*;

class GFG {

static void towerOfHanoi(int n, char from\_rod,

char to\_rod, char aux\_rod)

{

if (n == 0) {

return;

}

towerOfHanoi(n - 1, from\_rod, aux\_rod, to\_rod);

System.out.println("Move disk " + n + " from rod "

+ from\_rod + " to rod "

+ to\_rod);

towerOfHanoi(n - 1, aux\_rod, to\_rod, from\_rod);

}

// Driver code

public static void main(String args[])

{

int N = 3;

// A, B and C are names of rods

towerOfHanoi(N, 'A', 'C', 'B');

}

}

1. There are n gas stations along a circular route, where the amount of gas at the ith station is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from the ith station to its next (i + 1)th station. You begin the journey with an empty tank at one of the gas stations.

Given two integer arrays gas and cost, return *the starting gas station's index if you can travel around the circuit once in the clockwise direction, otherwise return* -1. If there exists a solution, it is **guaranteed** to be **unique**

**Example 1:**

**Input:** gas = [1,2,3,4,5], cost = [3,4,5,1,2]

**Output:** 3

**Explanation:**

Start at station 3 (index 3) and fill up with 4 unit of gas. Your tank = 0 + 4 = 4

Travel to station 4. Your tank = 4 - 1 + 5 = 8

Travel to station 0. Your tank = 8 - 2 + 1 = 7

Travel to station 1. Your tank = 7 - 3 + 2 = 6

Travel to station 2. Your tank = 6 - 4 + 3 = 5

Travel to station 3. The cost is 5. Your gas is just enough to travel back to station 3.

Therefore, return 3 as the starting index.

Ans-

public int canCompleteCircuit(int[] gas, int[] cost) {

int gassum=0,costsum=0;

int n=gas.length;

for(int i=0;i<n;i++) {

gassum+=gas[i];

costsum+=cost[i];

}

if(gassum<costsum) return -1;

int total=0;

int pos=0;

for(int i=0;i<n;i++) {

total+=gas[i]-cost[i];

if(total < 0){

total=0;

pos=i+1;

}

}

return pos;

}

1. Given a string S of parentheses ‘(‘ or ‘)’. The task is to find a minimum number of parentheses ‘(‘ or ‘)’ (at any positions) we must add to make the resulting parentheses string is valid.

**Examples:** 

**Input:** str = "())"

**Output:** 1

One '(' is required at beginning.

Give your explanation for the above problem using Stack or Queue structure.

Find out the minimum number of parentheses needed to complete the input

1. ()[(){()}]
2. []{()()}
3. ((()))()()
4. ())((())

Ans: **public** **class** GFG {

    // Function to return required minimum number

**static** **int** minParentheses(String p)

    {

        // maintain balance of string

**int** bal = 0;

**int** ans = 0;

**for** (**int** i = 0; i < p.length(); ++i) {

            bal += p.charAt(i) == '(' ? 1 : -1;

            // It is guaranteed bal >= -1

**if** (bal == -1) {

                ans += 1;

                bal += 1;

            }

        }

**return** bal + ans;

    }

**public** **static** **void** main(String args[])

    {

        String p = "())";

        // Function to print required answer

        System.out.println(minParentheses(p));

    }

    // This code is contributed by ANKITRAI1

}

1. Write a program for AVL tree having functions for the following operations:

* Insert an element (no duplicates are allowed),
* Delete an existing element,
* Traverse the AVL (in-order, pre-order, and post-order)

**INPUT:**

Line 1 contains an integer NQ, the number of queries.

The next NQ lines contain queries and are of the form 'i x*x*' (Insert x*x* into an AVL tree) or 'd x*x*' (Delete x*x* from an AVL tree).

**OUTPUT:**

For each query, print value of an unbalanced node (if any) at which rotation is being applied.

The last three lines print 'Preorder traversal', 'Inorder traversal', and 'Postorder traversal' of an AVL tree that results after the execution of all NQ queries.

**SAMPLE INPUT:**

8

i 1

i 2

i 3

i 4

i 5

i 6

d 4

d 5

SAMPLE OUTPUT:

1

3

2

6

2 1 6 3

1 2 3 6

* + 1. 3 6 2

// Java program for deletion in AVL Tree

import java.util.\*;

class Node

{

int key, height;

Node left, right;

Node(int d)

{

key = d;

height = 1;

}

}

class AVLTree

{

Node root;

// A utility function to get height of the tree

int height(Node N)

{

if (N == null)

return 0;

return N.height;

}

// A utility function to get maximum of two integers

int max(int a, int b)

{

return (a > b) ? a : b;

}

Node rightRotate(Node y)

{

Node x = y.left;

Node T2 = x.right;

// Perform rotation

x.right = y;

y.left = T2;

// Update heights

y.height = max(height(y.left), height(y.right)) + 1;

x.height = max(height(x.left), height(x.right)) + 1;

// Return new root

return x;

}

Node leftRotate(Node x)

{

Node y = x.right;

Node T2 = y.left;

// Perform rotation

y.left = x;

x.right = T2;

// Update heights

x.height = max(height(x.left), height(x.right)) + 1;

y.height = max(height(y.left), height(y.right)) + 1;

// Return new root

return y;

}

// Get Balance factor of node N

int getBalance(Node N)

{

if (N == null)

return 0;

int y=height(N.left) - height(N.right);

if(y>1 || y<-1)

{

System.out.println(N.key);

}

return y;

}

Node insert(Node node, int key)

{

/\* 1. Perform the normal BST rotation \*/

if (node == null)

return (new Node(key));

if (key < node.key)

node.left = insert(node.left, key);

else if (key > node.key)

node.right = insert(node.right, key);

else // Equal keys not allowed

return node;

/\* 2. Update height of this ancestor node \*/

node.height = 1 + max(height(node.left),

height(node.right));

/\* 3. Get the balance factor of this ancestor

node to check whether this node became

Wunbalanced \*/

int balance = getBalance(node);

// If this node becomes unbalanced, then

// there are 4 cases Left Left Case

if (balance > 1 && key < node.left.key)

{

//System.out.println(root.key);

return rightRotate(node);

}

// Right Right Case

if (balance < -1 && key > node.right.key){

// System.out.println(root.key);

return leftRotate(node);

}

// Left Right Case

if (balance > 1 && key > node.left.key)

{

//System.out.println(root.key);

node.left = leftRotate(node.left);

return rightRotate(node);

}

// Right Left Case

if (balance < -1 && key < node.right.key)

{

//System.out.println(root.key);

node.right = rightRotate(node.right);

return leftRotate(node);

}

/\* return the (unchanged) node pointer \*/

return node;

}

/\* Given a non-empty binary search tree, return the

node with minimum key value found in that tree.

Note that the entire tree does not need to be

searched. \*/

Node minValueNode(Node node)

{

Node current = node;

/\* loop down to find the leftmost leaf \*/

while (current.left != null)

current = current.left;

return current;

}

Node deleteNode(Node root, int key)

{

// STEP 1: PERFORM STANDARD BST DELETE

if (root == null)

return root;

// If the key to be deleted is smaller than

// the root's key, then it lies in left subtree

if (key < root.key)

root.left = deleteNode(root.left, key);

else if (key > root.key)

root.right = deleteNode(root.right, key);

else

{

if ((root.left == null) || (root.right == null))

{

Node temp = null;

if (temp == root.left)

temp = root.right;

else

temp = root.left;

if (temp == null)

{

temp = root;

root = null;

}

else

root = temp;

}

else

{

Node temp = minValueNode(root.right);

root.key = temp.key;

// Delete the inorder successor

root.right = deleteNode(root.right, temp.key);

}

}

if (root == null)

return root;

root.height = max(height(root.left), height(root.right)) + 1;

int balance = getBalance(root);

if (balance > 1 && getBalance(root.left) >= 0){

// System.out.println(root.key);

return rightRotate(root);}

if (balance > 1 && getBalance(root.left) < 0)

{

// System.out.println(root.key);

root.left = leftRotate(root.left);

return rightRotate(root);

}

if (balance < -1 && getBalance(root.right) <= 0){

//System.out.println(root.key);

return leftRotate(root);}

if (balance < -1 && getBalance(root.right) > 0)

{

// System.out.println(root.key);

root.right = rightRotate(root.right);

return leftRotate(root);

}

return root;

}

void preOrder(Node node)

{

if (node != null)

{

System.out.print(node.key + " ");

preOrder(node.left);

preOrder(node.right);

}

}

void inOrder(Node node)

{

if (node != null)

{

inOrder(node.left);

System.out.print(node.key + " ");

inOrder(node.right);

}

}

void postOrder(Node node)

{

if (node != null)

{

// System.out.print(node.key + " ");

postOrder(node.left);

postOrder(node.right);

System.out.print(node.key + " ");

}

}

public static void main(String[] args)

{

Scanner scanner = new Scanner(System.in);

AVLTree avlTree = new AVLTree();

char ch;

int t=scanner.nextInt();

for(int i=0;i<t;i++)

{

ch= scanner.next().charAt(0);

int g=scanner.nextInt();

switch (ch)

{

case 'i':

avlTree.root=avlTree.insert(avlTree.root,g);

break;

case 'd':

avlTree.root= avlTree.deleteNode(avlTree.root,g);

break;

}

}

avlTree.preOrder(avlTree.root);

System.out.println();

avlTree.inOrder(avlTree.root);

System.out.println();

avlTree.postOrder(avlTree.root);

}

}

1. Write a Java program to find the sorted list by using Topological sorting [ Hint: apply DFS concept]

The first vertex in topological sorting is always a vertex with in-degree as 0 (a vertex with no incoming edges).
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**Output:**

* + 1. 4 2 3 1 0 **or** 4 5 2 3 1 0

**// A Java program to print topological**

**// sorting of a DAG**

**import java.io.\*;**

**import java.util.\*;**

**// This class represents a directed graph**

**// using adjacency list representation**

**class Graph {**

**// No. of vertices**

**private int V;**

**// Adjacency List as ArrayList of ArrayList's**

**private ArrayList<ArrayList<Integer> > adj;**

**// Constructor**

**Graph(int v)**

**{**

**V = v;**

**adj = new ArrayList<ArrayList<Integer> >(v);**

**for (int i = 0; i < v; ++i)**

**adj.add(new ArrayList<Integer>());**

**}**

**// Function to add an edge into the graph**

**void addEdge(int v, int w) { adj.get(v).add(w); }**

**// A recursive function used by topologicalSort**

**void topologicalSortUtil(int v, boolean visited[],**

**Stack<Integer> stack)**

**{**

**// Mark the current node as visited.**

**visited[v] = true;**

**Integer i;**

**// Recur for all the vertices adjacent**

**// to thisvertex**

**Iterator<Integer> it = adj.get(v).iterator();**

**while (it.hasNext()) {**

**i = it.next();**

**if (!visited[i])**

**topologicalSortUtil(i, visited, stack);**

**}**

**// Push current vertex to stack**

**// which stores result**

**stack.push(new Integer(v));**

**}**

**// The function to do Topological Sort.**

**// It uses recursive topologicalSortUtil()**

**void topologicalSort()**

**{**

**Stack<Integer> stack = new Stack<Integer>();**

**// Mark all the vertices as not visited**

**boolean visited[] = new boolean[V];**

**for (int i = 0; i < V; i++)**

**visited[i] = false;**

**// Call the recursive helper**

**// function to store**

**// Topological Sort starting**

**// from all vertices one by one**

**for (int i = 0; i < V; i++)**

**if (visited[i] == false)**

**topologicalSortUtil(i, visited, stack);**

**// Print contents of stack**

**while (stack.empty() == false)**

**System.out.print(stack.pop() + " ");**

**}**

**// Driver code**

**public static void main(String args[])**

**{**

**// Create a graph given in the above diagram**

**Graph g = new Graph(6);**

**g.addEdge(5, 2);**

**g.addEdge(5, 0);**

**g.addEdge(4, 0);**

**g.addEdge(4, 1);**

**g.addEdge(2, 3);**

**g.addEdge(3, 1);**

**System.out.println("Following is a Topological "**

**+ "sort of the given graph");**

**// Function Call**

**g.topologicalSort();**

**}**

**}**

**// This code is contributed by Aakash Hasija**

1. Write a Java program to find the K-th smallest element in BST.

Sample input: K=3

![A picture containing clock

Description automatically generated](data:image/gif;base64,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)

Sample Output:

10

// A simple inorder traversal based Java program

// to find k-th smallest element in a BST.

import java.io.\*;

// A BST node

class Node {

int data;

Node left, right;

Node(int x)

{

data = x;

left = right = null;

}

}

class GFG {

static int count = 0;

// Recursive function to insert an key into BST

public static Node insert(Node root, int x)

{

if (root == null)

return new Node(x);

if (x < root.data)

root.left = insert(root.left, x);

else if (x > root.data)

root.right = insert(root.right, x);

return root;

}

// Function to find k'th largest element in BST

// Here count denotes the number of nodes processed so far

public static Node kthSmallest(Node root, int k)

{

// base case

if (root == null)

return null;

// search in left subtree

Node left = kthSmallest(root.left, k);

// if k'th smallest is found in left subtree, return it

if (left != null)

return left;

// if current element is k'th smallest, return it

count++;

if (count == k)

return root;

// else search in right subtree

return kthSmallest(root.right, k);

}

// Function to find k'th largest element in BST

public static void printKthSmallest(Node root, int k)

{

Node res = kthSmallest(root, k);

if (res == null)

System.out.println("There are less than k nodes in the BST");

else

System.out.println("K-th Smallest Element is " + res.data);

}

public static void main(String[] args)

{

Node root = null;

int keys[] = { 20, 8, 22, 4, 12, 10, 14 };

for (int x : keys)

root = insert(root, x);

int k = 3;

printKthSmallest(root, k);

}

}

// This code is contributed by Aditya Kumar (adityakumar129)

1. Given the root of a binary tree and an integer targetSum, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals targetSum.

A leaf is a node with no children.

**Example 1:**

class Solution

{

private boolean flag= false;//we are taking the base case as false, if the sum is not found and if the target sum lies in the path from root to leaf, we make the flag true

public boolean hasPathSum(TreeNode root, int targetSum)

{

int sum = 0;//calculate the downward sum

Helper(root, sum, targetSum);//it helps us calculate the sum of each node for each path from root to leaf and tells us that our desired sum is present or not, by adding the node at that path

return flag;//returns true if sum is present else false is returned

}

public TreeNode Helper(TreeNode root, int sum, int targetSum)

{//postorder traversal + semi preorder traversal(accesing root beforehand once), we want to know about child first and then the parent

if(root == null)//base case when we hit the null node, to tell the parent no node is present we return null

return null;

//ROOT

sum= sum + root.val;//adding the node value to sum at each level//accesing root beforehand once

TreeNode left= Helper(root.left, sum, targetSum);//recursing down the left subtree and knowing about the left child//storring the reference to detect it is leaf or not, if it is leaf then left == null//LEFT

TreeNode right= Helper(root.right, sum, targetSum);//recursing down the right subtree and knowing about the right child//storring the reference to detect it is leaf or not, if it is leaf then right == null//RIGHT

//ROOT

if(sum == targetSum && left == null && right == null) //if we reached to our desired sum and the parent node is a leaf node, we got our path finally

flag= true;//we make the flag to true as the desired path from root to leaf is achived

return root;//returning root, to tell the parent that I am present

}

}
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**I**nput: root = [3,9,20,null,null,15,7]  
Output: 3